TASK – 1

**1. What is type casting in C++ and what are the two main types?**

A: Type casting refers to the conversion of one data type to another in a program. Typecasting can be done in two ways: automatically by the compiler and manually by the programmer or user. Type Casting is also known as Type Conversion. They are two main types:

**Implicit Type Casting or Implicit Type Conversion:** It is known as the automatic type casting. It automatically converted from one data type to another without any external intervention such as programmer or user. It means the compiler automatically converts one data type to another. All data type is automatically upgraded to the largest type without losing any information. It can only apply in a program if both variables are compatible with each other.

**Explicit Type Casting or Explicit Type Conversion**: It is also known as the manual type casting in a program. It is manually cast by the programmer or user to change from one data type to another type in a program. It means a user can easily cast one data to another according to the requirement in a program. It does not require checking the compatibility of the variables. In this casting, we can upgrade or downgrade the data type of one variable to another in a program. It uses the cast () operator to change the type of a variable.

**2. Explain the difference between implicit and explicit type casting.**

|  |  |
| --- | --- |
| Implicit Type Conversion | Explicit Type Conversion |
| An implicit type conversion is automatically performed by the compiler when differing data types are intermixed in an expression. | An explicit type conversion is user-defined conversion that forces an expression to be of specific type. |
| An implicit type conversion is performed without programmer's intervention. | An Explicit type conversion is performed with programmers intervention |
| Example: a, b = 5, 25.5 c = a + b | Example: a, b = 5, 25.5 c = int(a + b) |

**3. When would you use implicit type casting in C++?**

A: Implicit type casting, also known as automatic type conversion or coercion, in C++ occurs when the compiler automatically converts one data type to another without explicit instructions from the programmer. Here are some scenarios where implicit type casting is commonly used: **Arithmetic Operations, Function Calls**, Assignment Operations, Mixed Expressions and Return Values.

**4. How can you explicitly cast an integer to a float in C++?**

A: In C++, you can explicitly cast an integer to a float using several methods. Here are the common ways to perform explicit type casting:

1. **C-Style Cast**:

int i = 42;

float f = (float)i;

1. **C++ static\_cast**:

int i = 42;

float f = static\_cast<float>(i);

1. **Functional Cast**:

int i = 42; float f = float(i);

**5. What are the potential risks associated with explicit type casting?**

A: Potential for Overflow, Underflow, and Data Loss: Be mindful of potential risks such as overflow, underflow, and data loss when performing explicit conversions, especially with numeric data types.

**6. Describe the four different types of explicit casting operators in C++.**

A: Casting operators are used for type casting in C++. They are used to convert one data type to another. C++ supports four types of casts:

**static\_cast -** It performs compile-time type conversion and is mainly used for explicit conversions that are considered safe by the compiler.

**dynamic\_cast -** The operator is mainly used to perform down casting (converting a pointer/reference of a base class to a derived class). It ensures type safety by performing a runtime check to verify the validity of the conversion.

**const\_cast -** The operator is used to modify the const or volatile qualifier of a variable. It allows programmers to temporarily remove the constancy of an object and make modifications.

**reinterpret\_cast – It** is used to convert the pointer to any other type of pointer. It does not perform any check whether the pointer converted is of the same type or not

**7. When should you use static\_cast for type casting?**

A: In general you use **static\_cast** when you want to convert numeric data types such as enums to ints or ints to floats, and you are certain of the data types involved in the conversion. **static\_cast** conversions are not as safe as **dynamic\_cast** conversions, because **static\_cast** does no run-time type check, while **dynamic\_cast** does.

**8. In what scenario would you use dynamic\_cast for type casting?**

A: Dynamic\_cast is used for type casting in scenarios where runtime type safety is essential, specifically within a polymorphic class hierarchy. The main scenarios include:

1. **Safe Down casting**: When you need to convert a base class pointer/reference to a derived class pointer/reference and want to ensure the conversion is valid at runtime. This prevents unsafe type conversions that could lead to undefined behavior.
2. **Type Identification**: When you need to determine the actual derived type of an object at runtime, enabling you to perform operations specific to that derived type. This is useful in scenarios where you have a collection of base class pointers but need to handle derived class-specific logic.
3. **Handling Multiple Inheritances**: When working with complex inheritance hierarchies, especially those involving multiple inheritance, dynamic\_cast ensures that the conversion respects the actual runtime type of the object, accounting for the intricacies of multiple inheritance.

**9. Explain the purpose of const\_cast and when it might be necessary.**

A: const\_cast is used in C++ to add or remove const (or volatile) qualifiers from a variable. The primary purpose of const\_cast is to allow modifications to an object that was originally defined as const. It enables you to override the const correctness of the type system in specific situations where you know that the modification is safe or necessary. Purposes of const\_cast: Removing const for Legacy Code or Libraries, Adding const for API Compatibility, Calling Non-const Functions on Const Objects.

**10. What are the dangers of using reinterpret\_cast and why should it be used with caution?**

A: Reinterpret\_cast is a powerful and potentially dangerous casting operator in C++. It is used for low-level type conversions that involve reinterpreting the underlying bit pattern of an object. While it can be useful in specific scenarios, it should be used with extreme caution due to the following dangers:

**Dangers of reinterpret\_cast:**

1. **Undefined Behavior**:
   * reinterpret\_cast can easily lead to undefined behavior if the resulting casted type is not compatible with the original type. This can happen when the casted type does not correctly interpret the bit pattern of the original type.
2. **Type Safety Violation**:
   * It bypasses the type safety provided by the C++ type system. This can lead to difficult-to-diagnose bugs and crashes because the compiler cannot guarantee the validity of the cast.
3. **Alignment Issues**:
   * Some types have strict alignment requirements. Reinterpreting a pointer to a type with different alignment requirements can cause alignment faults, leading to crashes or incorrect behavior on some architectures.
4. **Memory Access Errors**:
   * Reinterpreting a pointer to an incompatible type and then dereferencing it can result in accessing invalid memory locations, which can corrupt data or crash the program.
5. **Loss of Portability**:
   * Code that relies on reinterpret\_cast is often not portable across different compilers or platforms because it depends on the specific memory layout and alignment of the types involved.
6. **Hard-to-Debug Issues**:
   * Bugs resulting from improper use of reinterpret\_cast can be very hard to trace and debug because they may not manifest immediately and can cause subtle corruption of data.

**11. Can you cast a pointer to a different data type using explicit casting?**

A: Yes, you can cast a pointer to a different data type using explicit casting in C++. This is done using the reinterpret\_cast operator. However, it's important to be aware that this can lead to undefined behavior if not done carefully.

The reinterpret\_cast operator essentially tells the compiler to treat the memory pointed to by the pointer as a different data type, without actually changing the underlying data.

**12. What happens when casting a larger data type to a smaller one? How can data loss occur?**

A: When casting a larger data type to a smaller one, the extra bits of the larger type are truncated or discarded, potentially resulting in data loss.

**Data loss can occur in several ways:**

**1. Truncation:** Discarding higher-order bits or precision bits can result in a loss of significant digits or a reduction in the value's range.

**2. Overflow:** Casting a large value to a smaller type can cause overflow, resulting in an incorrect value (e.g., casting a large positive int to a smaller unsigned type like uint8\_t).

**3. Underflow:** Casting a small value to a smaller type can cause underflow, resulting in an incorrect value (e.g., casting a small negative int to an unsigned type like uint8\_t).

4. Rounding errors: Casting a floating-point value to a smaller type can result in rounding errors, leading to a loss of precision.

**To avoid data loss, it's essential to:**

1. Use appropriate casting operators (e.g., static\_cast or reinterpret\_cast).

2. Ensure the destination type can represent the original value's range and precision.

3. Use wider types when possible to avoid truncation and overflow.

4. Be aware of the potential risks and consequences.

**13. How can you check if a type casting operation is successful with dynamic\_cast?**

A: With dynamic\_cast, you can check if a type casting operation is successful by checking if the result is a null pointer. Here's an example:

Base\* base = new Derived(); // assume Derived is a subclass of Base

Derived\* derived = dynamic\_cast<Derived\*>(base);

if (derived != nullptr) {

// The cast was successful, and derived points to a valid Derived object

} else {

// The cast failed, and derived is a null pointer

}

In this example, dynamic\_cast attempts to cast the base pointer to a Derived\* pointer. If the cast is successful, derived will point to the Derived object. If the cast fails (e.g., if base is not a Derived object), derived will be a null pointer.

By checking if derived is not null, you can determine if the cast was successful. This is a common way to ensure that the cast was successful and to avoid null pointer dereferences.

**14. Is there a way to perform type casting without using any casting operators?**

A: Yes, there are a few ways to perform type casting without using casting operators in C++:

**1. Constructor casting:** Some classes have constructors that take an object of a different type and create a new object of their own type. For example, you can create a std::string object from a const char\* using the std::string constructor.

**2. Assignment:** You can assign a value of one type to a variable of another type, and the compiler will perform the necessary conversion. For example, you can assign an int value to a float variable.

**3. Function calls:** Some functions take arguments of a different type and perform the necessary conversion. For example, the std::sqrt function takes a float argument, but you can pass an int value to it and the compiler will perform the conversion.

**4. User-defined conversions:** You can define your own conversion functions or constructors in your classes to perform type casting without using casting operators.

**15. What are some best practices for using type casting effectively in C++ code?**

A: **1. Avoid C-style casts:** Instead of using C-style casts (e.g., (Type)variable), use C++ casting operators (e.g., static\_cast<Type>(variable)).

**2.Use casting for conversion, not for forcing:** Casting should be used for legitimate conversions, not to force a type mismatch.

**3. Be aware of object slicing:** When casting a derived class to a base class, be aware of object slicing and potential loss of information.

**4.Use dynamic\_cast with caution:** Dynamic casting can be slow and may fail. Use it only when necessary and check for null pointers.

**5. Document casting:** Clearly document the reasoning behind casting, especially for complex or potentially risky casts.

**6. Avoid casting between unrelated types:** Casting between unrelated types can lead to undefined behavior. Avoid it whenever possible.

**7. Use const\_cast with care:** Const casting can be dangerous, as it bypasses const correctness. Use it only when necessary and with caution.

**8. Consider alternative designs:** Before casting, consider alternative designs that avoid the need for casting, such as using templates or polymorphism**.**

**16. Create a code example that demonstrates the use of static\_cast for performing a calculation.**

A: #include <iostream>

Using namespace std;

int main() {

// Define a double variable

double d = 3.7;

// Use static\_cast to convert double to int

int i = static\_cast<int>(d);

// Perform a calculation

int result = i \* 2;

// Print the result

cout << "Result: " << result << endl;

return 0;

}

This code example demonstrates the following:

1. Define a double variable d with the value 3.7.

2. Use static\_cast to convert the double value to an int, which truncates the decimal part, resulting in i being assigned the value 3.

3. Perform a calculation by multiplying i by 2, resulting in result being assigned the value 6.

4. Print the result to the console using cout.

**Output:**
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**17. Write a program that showcases the difference between implicit and explicit casting of integers to floats.**

A: #include <iostream>

int main() {

int x = 5;

// Implicit casting (automatic conversion)

float y = x;

std::cout << "Implicit casting: " << std::fixed << y << std::endl;

// Explicit casting (using static\_cast)

float z = static\_cast<float>(x);

std::cout << "Explicit casting: " << std::fixed << z << std::endl;

return 0;

}

**Output:**
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**18. Simulate a scenario where dynamic\_cast is used for checking inheritance relationships between classes.**

A: #include <iostream>

class Animal {

public:

virtual void sound() = 0;

};

class Dog : public Animal {

public:

void sound() override {

std::cout << "Woof!" << std::endl;

}

};

class Cat : public Animal {

public:

void sound() override {

std::cout << "Meow!" << std::endl;

}

};

int main() {

Animal\* animal = new Dog(); // Create a Dog object through Animal pointer

// Check if animal is a Dog

Dog\* dog = dynamic\_cast<Dog\*>(animal);

if (dog != nullptr) {

std::cout << "animal is a Dog" << std::endl;

dog->sound(); // Outputs: Woof!

} else {

std::cout << "animal is not a Dog" << std::endl;

}

animal = new Cat(); // Create a Cat object through Animal pointer

// Check if animal is a Cat

Cat\* cat = dynamic\_cast<Cat\*>(animal);

if (cat != nullptr) {

std::cout << "animal is a Cat" << std::endl;

cat->sound(); // Outputs: Meow!

} else {

std::cout << "animal is not a Cat" << std::endl;

}

return 0;

}

In this scenario:

We have an Animal base class with a virtual sound() method.

Dog and Cat classes inherit from Animal and implement the sound() method.

In main(), we create objects of Dog and Cat through an Animal pointer.

We use dynamic\_cast to check if the animal pointer is pointing to a Dog or Cat object.

If the cast is successful (i.e., the pointer is indeed pointing to a Dog or Cat object), we call the sound() method on the casted pointer.

If the cast fails (i.e., the pointer is not pointing to a Dog or Cat object), we print an error message.

**Output:**
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**19. Discuss situations where using reinterpret\_cast might be justified, considering its potential risks.**

A: using reinterpret\_cast might be justified, along with considerations of its potential risks:

**1. Low-level programming:** When working with low-level programming, such as device drivers, embedded systems, or memory-mapped I/O, reinterpret\_cast might be necessary to cast between pointer types and integer types.

**2. Serialization and deserialization:** When serializing and deserializing data, reinterpret\_cast can be used to cast between pointer types and byte arrays.

**3. Legacy code:** When working with legacy code that uses outdated casting practices, reinterpret\_cast might be necessary to maintain compatibility.

**4. Performance-critical code:** In performance-critical code, reinterpret\_cast can be used to avoid overhead of virtual functions or runtime type checking.

Risks:

**1. Undefined behavior:** Using reinterpret\_cast can lead to undefined behavior if the cast is not valid.

**2. Type punning**: reinterpret\_cast can be used to perform type punning, which can lead to unexpected behavior.

**3. Loss of type safety**: reinterpret\_cast bypasses type safety checks, which can lead to errors.

**4. Maintenance and debugging:** Code using reinterpret\_cast can be harder to maintain and debug.

**20. Compare and contrast type casting with type conversion in?**

A: Type casting and type conversion are related but distinct concepts in programming:

**Type Casting:**

* + Explicitly forces a value of one type to be treated as another type
  + Does not change the underlying value or memory representation
  + Only changes the interpretation of the value
  + Typically uses casting operators (e.g., static\_cast, dynamic\_cast, reinterpret\_cast)

**Type Conversion:**

* + Changes the underlying value or memory representation from one type to another
  + Creates a new value or object with a different type
  + Can involve data loss or transformation (e.g., truncation, rounding)
  + Often implicit (automatic) or explicit (using conversion functions or VECTORS constructors).

VECTORS

Example:

#include <iostream>

#include <vector>

#include <algorithm>

int main() {

// 1. Construction

std::vector<int> vec1; // Default constructor

std::vector<int> vec2(10, 5); // Fill constructor (10 elements with value 5)

std::vector<int> vec3{1, 2, 3, 4, 5}; // Initializer list constructor

std::vector<int> vec4(vec3.begin(), vec3.end()); // Range constructor

std::vector<int> vec5(vec3); // Copy constructor

std::vector<int> vec6(std::move(vec5)); // Move constructor

// 2. Assignment

vec1 = vec2; // Copy assignment

vec1 = std::move(vec2); // Move assignment

vec1 = {10, 20, 30}; // Initializer list assignment

// 3. Element Access

std::cout << "Element at index 1: " << vec1[1] << std::endl; // Operator[]

std::cout << "Element at index 2: " << vec1.at(2) << std::endl; // at()

std::cout << "First element: " << vec1.front() << std::endl; // front()

std::cout << "Last element: " << vec1.back() << std::endl; // back()

int\* data = vec1.data(); // data()

std::cout << "Element via data pointer: " << data[0] << std::endl;

// 4. Iterators

std::cout << "Elements in vec1: ";

for (auto it = vec1.begin(); it != vec1.end(); ++it) { // begin() and end()

std::cout << \*it << " ";

}

std::cout << std::endl;

std::cout << "Elements in reverse: ";

for (auto it = vec1.rbegin(); it != vec1.rend(); ++it) { // rbegin() and rend()

std::cout << \*it << " ";

}

std::cout << std::endl;

// 5. Capacity

std::cout << "Size: " << vec1.size() << std::endl; // size()

std::cout << "Capacity: " << vec1.capacity() << std::endl; // capacity()

std::cout << "Is empty: " << vec1.empty() << std::endl; // empty()

vec1.resize(5); // resize()

std::cout << "Resized vec1 size: " << vec1.size() << std::endl;

vec1.reserve(20); // reserve()

std::cout << "Reserved capacity: " << vec1.capacity() << std::endl;

// 6. Modifiers

vec1.assign(7, 100); // assign()

vec1.push\_back(200); // push\_back()

vec1.pop\_back(); // pop\_back()

vec1.insert(vec1.begin() + 1, 300); // insert()

vec1.erase(vec1.begin() + 2); // erase()

vec1.emplace(vec1.begin(), 400); // emplace()

vec1.emplace\_back(500); // emplace\_back()

vec1.swap(vec3); // swap()

vec1.clear(); // clear()

// 7. Non-member Functions

std::cout << "Is vec1 == vec3? " << (vec1 == vec3) << std::endl; // operator==

std::swap(vec1, vec3); // swap()

std::cout << "Elements after swap: ";

for (const auto& elem : vec1) {

std::cout << elem << " ";

}

std::cout << std::endl;

// 8. Algorithms

std::sort(vec1.begin(), vec1.end()); // sort()

std::cout << "Sorted elements: ";

for (const auto& elem : vec1) {

std::cout << elem << " ";

}

std::cout << std::endl;

return 0;

}

1.Imagine you're building a program to manage a list of tasks. Each task is represented by a Task object containing details like description, priority, and due date. You want to add tasks to a vector that stores these Task objects.

Challenge:

You have two options for adding new tasks:

Pre-created Tasks: You might have a pre-defined Task object with all its details set.

Creating Tasks on the Fly: You might need to create a new Task object on the fly while adding it to the vector, specifying the details during insertion.

Understanding the Difference:

insert: Use this if you already have a complete Task object ready to be inserted. insert takes the existing Task object and places it at a specific position in the vector. This might involve copying the object's data.

emplace: Use this if you need to create a new Task object with specific details while adding it to the vector. emplace calls the Task constructor directly within the vector's memory, initializing the new object with the provided values. This avoids unnecessary copying.

#include <iostream>

#include <vector>

#include <string>

#include <chrono>

#include <iomanip>

using namespace std;

struct Task {

string description;

int priority;

string dueDate;

// Constructor

Task(const string& desc, int prio, const string& due)

: description(desc), priority(prio), dueDate(due) {}

};

void printTask(const Task& task) {

cout << "Description: " << task.description

<< ", Priority: " << task.priority

<< ", Due Date: " << task.dueDate << endl;

}

void printTasks(const vector<Task>& tasks) {

for (const auto& task : tasks) {

printTask(task);

}

}

int main() {

vector<Task> taskList;

// Adding pre-created tasks using insert

Task preCreatedTask("Complete homework", 1, "2024-07-10");

taskList.insert(taskList.begin(), preCreatedTask);

// Adding tasks on the fly using emplace\_back

taskList.emplace\_back("Write project report", 2, "2024-07-15");

taskList.emplace\_back("Prepare for meeting", 3, "2024-07-12");

// Displaying all tasks

printTasks(taskList);

return 0;

}
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![](data:image/png;base64,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)

2. Design and implement a C++ program that utilizes vectors to efficiently store and manage student exam data. The program should allow for:

Adding new students with their names, IDs, and scores.

Finding a student by name or ID.

Calculating and displaying the average score for a specific student or for the entire class.

(Optional) Modifying existing student data (e.g., adding a new score).

#include <iostream>

#include <vector>

#include <string>

#include <numeric>

using namespace std;

struct Student {

string name;

int id;

vector<double> scores;

double averageScore() const {

if (scores.empty()) return 0.0;

return accumulate(scores.begin(), scores.end(), 0.0) / scores.size();

}

};

void addStudent(vector<Student>& students, const string& name, int id, const vector<double>& scores) {

students.push\_back({name, id, scores});

}

Student\* findStudentByName(vector<Student>& students, const string& name) {

for (auto& student : students) {

if (student.name == name) {

return &student;

}

}

return nullptr; }

Student\* findStudentById(vector<Student>& students, int id) {

for (auto& student : students) {

if (student.id == id) {

return &student;

} }

return nullptr;

}

void displayStudent(const Student& student) {

cout << "Name: " << student.name << ", ID: " << student.id << ", Scores: ";

for (double score : student.scores) {

cout << score << " "; }

cout << ", Average Score: " << student.averageScore() << endl;

}

void displayClassAverage(const vector<Student>& students) {

if (students.empty()) {

cout << "No students in the class." << endl;

return;

}

double totalAverage = 0.0;

for (const auto& student : students) {

totalAverage += student.averageScore();

}

cout << "Class Average Score: " << totalAverage / students.size() << endl;

}

int main() {

vector<Student> students;

// Adding new students

addStudent(students, "Harry", 101, {90.0, 85.5, 88.0});

addStudent(students, "Reeta", 102, {78.5, 82.0, 80.0});

string nameToFind = "Harry";

Student\* student = findStudentByName(students, nameToFind);

if (student) {

displayStudent(\*student);

} else {

cout << "Student with name " << nameToFind << " not found." << endl;

}

int idToFind = 102;

student = findStudentById(students, idToFind);

if (student) {

displayStudent(\*student);

} else {

cout << "Student with ID " << idToFind << " not found." << endl; }

displayClassAverage(students);

return 0;

}

OUTPUT:
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